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rm(list = ls(all.names = TRUE))  
  
library(Amelia)

## Loading required package: Rcpp

## ##   
## ## Amelia II: Multiple Imputation  
## ## (Version 1.7.6, built: 2019-11-24)  
## ## Copyright (C) 2005-2020 James Honaker, Gary King and Matthew Blackwell  
## ## Refer to http://gking.harvard.edu/amelia/ for more information  
## ##

library(bestNormalize)  
library(openxlsx)  
library(lubridate)

##   
## Attaching package: 'lubridate'

## The following object is masked from 'package:base':  
##   
## date

library(purrr)  
library(dplyr)

##   
## Attaching package: 'dplyr'

## The following objects are masked from 'package:lubridate':  
##   
## intersect, setdiff, union

## The following objects are masked from 'package:stats':  
##   
## filter, lag

## The following objects are masked from 'package:base':  
##   
## intersect, setdiff, setequal, union

library(nlme)

##   
## Attaching package: 'nlme'

## The following object is masked from 'package:dplyr':  
##   
## collapse

library(rsq)  
library(lm.beta)  
library(tidyverse)

## -- Attaching packages -------------------------------------------------------------------------------- tidyverse 1.3.0 --

## v ggplot2 3.3.0 v readr 1.3.1  
## v tibble 2.1.3 v stringr 1.4.0  
## v tidyr 1.0.2 v forcats 0.4.0

## -- Conflicts ----------------------------------------------------------------------------------- tidyverse\_conflicts() --  
## x lubridate::as.difftime() masks base::as.difftime()  
## x nlme::collapse() masks dplyr::collapse()  
## x lubridate::date() masks base::date()  
## x dplyr::filter() masks stats::filter()  
## x lubridate::intersect() masks base::intersect()  
## x dplyr::lag() masks stats::lag()  
## x lubridate::setdiff() masks base::setdiff()  
## x lubridate::union() masks base::union()

library(caret)

## Loading required package: lattice

##   
## Attaching package: 'caret'

## The following object is masked from 'package:purrr':  
##   
## lift

library(leaps)  
library(ggplot2)  
library(reghelper)

##   
## Attaching package: 'reghelper'

## The following object is masked from 'package:base':  
##   
## beta

library(ggpubr)

## Loading required package: magrittr

##   
## Attaching package: 'magrittr'

## The following object is masked from 'package:tidyr':  
##   
## extract

## The following object is masked from 'package:purrr':  
##   
## set\_names

library(car)

## Loading required package: carData

##   
## Attaching package: 'car'

## The following object is masked from 'package:dplyr':  
##   
## recode

## The following object is masked from 'package:purrr':  
##   
## some

library(missMDA)

## Registered S3 methods overwritten by 'lme4':  
## method from  
## cooks.distance.influence.merMod car   
## influence.merMod car   
## dfbeta.influence.merMod car   
## dfbetas.influence.merMod car

library(psych)

##   
## Attaching package: 'psych'

## The following object is masked from 'package:car':  
##   
## logit

## The following object is masked from 'package:reghelper':  
##   
## ICC

## The following objects are masked from 'package:ggplot2':  
##   
## %+%, alpha

setwd("C:/Users/user/Dropbox/BCG-COVID-19/Ver 3/TF\_SG")  
  
CV19 <- read.xlsx("Table\_S1-9.xlsx", sheet=3)  
  
  
DATA <- CV19[, which (colnames(CV19) %in% c(  
"Country\_code",  
"BCG.TB",  
"m\_cases",  
"r\_cases",  
"popData2018.x",  
#"Positive.cases.per.test",  
"temp",  
"BCG.type","Current.BCG.vaccination",  
"prevalence\_overweight\_2012",  
"Fraction\_urban\_population",  
"Population\_ages\_65\_and\_above\_2018\_percent",  
"TB.incidents.per.10.thosand.mean\_2000\_2018",  
"TB.Incidents.100"))]  
  
DATA\_COMPLETE <- na.omit(DATA)  
dim(DATA\_COMPLETE)

## [1] 94 13

DATA\_COMPLETE$pop2018\_N <- predict(orderNorm(DATA\_COMPLETE$popData2018.x))  
hist(DATA\_COMPLETE$pop2018\_N)
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DATA\_COMPLETE$Ob\_N <- predict(orderNorm(DATA\_COMPLETE$prevalence\_overweight\_2012))

## Warning in orderNorm(DATA\_COMPLETE$prevalence\_overweight\_2012): Ties in data, Normal distribution not guaranteed

hist(DATA\_COMPLETE$Ob\_N)
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DATA\_COMPLETE$TB\_Z <- scale(DATA\_COMPLETE$TB.incidents.per.10.thosand.mean\_2000\_2018)[,1]  
hist(DATA\_COMPLETE$TB\_Z)
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DATA\_COMPLETE$temp\_N <- predict(orderNorm(DATA\_COMPLETE$temp))

## Warning in orderNorm(DATA\_COMPLETE$temp): Ties in data, Normal distribution not guaranteed

hist(DATA\_COMPLETE$temp\_N)
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DATA\_COMPLETE$frac\_N <- predict(orderNorm(DATA\_COMPLETE$Fraction\_urban\_population))   
hist(DATA\_COMPLETE$frac\_N)
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DATA\_COMPLETE$age\_N <- predict(orderNorm(DATA\_COMPLETE$Population\_ages\_65\_and\_above\_2018\_percent))  
hist(DATA\_COMPLETE$age\_N)
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DATA\_COMPLETE$Yy <- ifelse(DATA\_COMPLETE$BCG.TB == "Y\_y", 1, 0)  
DATA\_COMPLETE$Yn <- ifelse(DATA\_COMPLETE$BCG.TB == "Y\_n", 1, 0)  
DATA\_COMPLETE$Nn <- ifelse(DATA\_COMPLETE$BCG.TB == "N\_n", 1, 0)  
  
  
  
  
  
DATA\_d <- CV19[, which (colnames(CV19) %in% c(  
"Country\_code",  
"BCG.TB",  
"m\_deaths",  
"r\_deaths",  
"popData2018.x",  
#"Positive.cases.per.test",  
"temp",  
"BCG.type","Current.BCG.vaccination",  
"prevalence\_overweight\_2012",  
"Fraction\_urban\_population",  
"Population\_ages\_65\_and\_above\_2018\_percent",  
"TB.incidents.per.10.thosand.mean\_2000\_2018",  
"TB.Incidents.100"))]  
  
DATA\_COMPLETE\_d <- na.omit(DATA\_d)  
dim(DATA\_COMPLETE\_d)

## [1] 52 13

DATA\_COMPLETE\_d$pop2018\_N <- predict(orderNorm(DATA\_COMPLETE\_d$popData2018.x))  
  
DATA\_COMPLETE\_d$Ob\_N <- predict(orderNorm(DATA\_COMPLETE\_d$prevalence\_overweight\_2012))

## Warning in orderNorm(DATA\_COMPLETE\_d$prevalence\_overweight\_2012): Ties in data, Normal distribution not guaranteed

DATA\_COMPLETE\_d$TB\_Z <- scale(DATA\_COMPLETE\_d$TB.incidents.per.10.thosand.mean\_2000\_2018)[,1]  
  
DATA\_COMPLETE\_d$temp\_N <- predict(orderNorm(DATA\_COMPLETE\_d$temp))

## Warning in orderNorm(DATA\_COMPLETE\_d$temp): Ties in data, Normal distribution not guaranteed

DATA\_COMPLETE\_d$frac\_N <- predict(orderNorm(DATA\_COMPLETE\_d$Fraction\_urban\_population))   
  
DATA\_COMPLETE\_d$age\_N <- predict(orderNorm(DATA\_COMPLETE\_d$Population\_ages\_65\_and\_above\_2018\_percent))  
  
  
  
  
  
  
###Analysis###  
  
DATA\_COMPLETE$m\_cases\_Z <- scale(DATA\_COMPLETE$m\_cases)[,1]  
summary(DATA\_COMPLETE$r\_cases)

## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 0.7013 0.9498 0.9717 0.9618 0.9872 0.9977

cases\_gr\_lm <- lm(m\_cases ~ Current.BCG.vaccination + TB\_Z +  
Ob\_N + pop2018\_N + temp\_N + age\_N + frac\_N  
, weights=DATA\_COMPLETE$r\_cases, data = DATA\_COMPLETE)  
  
  
summary(cases\_gr\_lm, corr=T)

##   
## Call:  
## lm(formula = m\_cases ~ Current.BCG.vaccination + TB\_Z + Ob\_N +   
## pop2018\_N + temp\_N + age\_N + frac\_N, data = DATA\_COMPLETE,   
## weights = DATA\_COMPLETE$r\_cases)  
##   
## Weighted Residuals:  
## Min 1Q Median 3Q Max   
## -0.053457 -0.013445 -0.000435 0.011079 0.048321   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 0.081005 0.005778 14.019 < 2e-16 \*\*\*  
## Current.BCG.vaccinationY -0.020037 0.006775 -2.957 0.0040 \*\*   
## TB\_Z -0.001822 0.003184 -0.572 0.5686   
## Ob\_N 0.006004 0.003869 1.552 0.1244   
## pop2018\_N 0.015869 0.002571 6.172 2.15e-08 \*\*\*  
## temp\_N -0.005626 0.003213 -1.751 0.0835 .   
## age\_N 0.006335 0.003507 1.806 0.0744 .   
## frac\_N -0.001945 0.003771 -0.516 0.6074   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.0225 on 86 degrees of freedom  
## Multiple R-squared: 0.4977, Adjusted R-squared: 0.4568   
## F-statistic: 12.17 on 7 and 86 DF, p-value: 1.033e-10  
##   
## Correlation of Coefficients:  
## (Intercept) Current.BCG.vaccinationY TB\_Z Ob\_N   
## Current.BCG.vaccinationY -0.91   
## TB\_Z 0.05 -0.05   
## Ob\_N -0.07 0.08 0.32   
## pop2018\_N -0.13 0.14 -0.22 0.05  
## temp\_N 0.08 -0.08 -0.02 0.24  
## age\_N -0.25 0.27 0.23 0.33  
## frac\_N -0.10 0.11 0.05 -0.64  
## pop2018\_N temp\_N age\_N  
## Current.BCG.vaccinationY   
## TB\_Z   
## Ob\_N   
## pop2018\_N   
## temp\_N -0.13   
## age\_N 0.05 0.51   
## frac\_N -0.04 -0.16 -0.30

shapiro.test(resid(cases\_gr\_lm)) #List of residuals

##   
## Shapiro-Wilk normality test  
##   
## data: resid(cases\_gr\_lm)  
## W = 0.98712, p-value = 0.4913

plot(density(resid(cases\_gr\_lm))) #A density plot

![](data:image/png;base64,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)

rsq.partial(cases\_gr\_lm, adj=TRUE)

## $adjustment  
## [1] TRUE  
##   
## $variable  
## [1] "Current.BCG.vaccination" "TB\_Z"   
## [3] "Ob\_N" "pop2018\_N"   
## [5] "temp\_N" "age\_N"   
## [7] "frac\_N"   
##   
## $partial.rsq  
## [1] 0.081759778 -0.007788573 0.015918551 0.298919510 0.023196920  
## [6] 0.025349039 -0.008509936

lm.beta(cases\_gr\_lm)

##   
## Call:  
## lm(formula = m\_cases ~ Current.BCG.vaccination + TB\_Z + Ob\_N +   
## pop2018\_N + temp\_N + age\_N + frac\_N, data = DATA\_COMPLETE,   
## weights = DATA\_COMPLETE$r\_cases)  
##   
## Standardized Coefficients::  
## (Intercept) Current.BCG.vaccinationY TB\_Z   
## 0.00000000 -0.27043096 -0.05873103   
## Ob\_N pop2018\_N temp\_N   
## 0.19319428 0.51073268 -0.18104548   
## age\_N frac\_N   
## 0.20389760 -0.06258373

Anova(cases\_gr\_lm)

## Anova Table (Type II tests)  
##   
## Response: m\_cases  
## Sum Sq Df F value Pr(>F)   
## Current.BCG.vaccination 0.004427 1 8.7464 0.004004 \*\*   
## TB\_Z 0.000166 1 0.3276 0.568551   
## Ob\_N 0.001218 1 2.4073 0.124442   
## pop2018\_N 0.019282 1 38.0942 2.145e-08 \*\*\*  
## temp\_N 0.001552 1 3.0661 0.083509 .   
## age\_N 0.001651 1 3.2627 0.074369 .   
## frac\_N 0.000135 1 0.2659 0.607430   
## Residuals 0.043530 86   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1

models\_cases\_gr <- regsubsets(m\_cases ~ Current.BCG.vaccination + TB\_Z +  
Ob\_N + temp\_N + age\_N + frac\_N +   
pop2018\_N,  
weights=DATA\_COMPLETE$r\_cases, data = DATA\_COMPLETE, nvmax = 6)  
  
summary(models\_cases\_gr)

## Subset selection object  
## Call: regsubsets.formula(m\_cases ~ Current.BCG.vaccination + TB\_Z +   
## Ob\_N + temp\_N + age\_N + frac\_N + pop2018\_N, weights = DATA\_COMPLETE$r\_cases,   
## data = DATA\_COMPLETE, nvmax = 6)  
## 7 Variables (and intercept)  
## Forced in Forced out  
## Current.BCG.vaccinationY FALSE FALSE  
## TB\_Z FALSE FALSE  
## Ob\_N FALSE FALSE  
## temp\_N FALSE FALSE  
## age\_N FALSE FALSE  
## frac\_N FALSE FALSE  
## pop2018\_N FALSE FALSE  
## 1 subsets of each size up to 6  
## Selection Algorithm: exhaustive  
## Current.BCG.vaccinationY TB\_Z Ob\_N temp\_N age\_N frac\_N pop2018\_N  
## 1 ( 1 ) "\*" " " " " " " " " " " " "   
## 2 ( 1 ) "\*" " " " " " " " " " " "\*"   
## 3 ( 1 ) "\*" " " " " "\*" " " " " "\*"   
## 4 ( 1 ) "\*" " " "\*" " " "\*" " " "\*"   
## 5 ( 1 ) "\*" " " "\*" "\*" "\*" " " "\*"   
## 6 ( 1 ) "\*" "\*" "\*" "\*" "\*" " " "\*"

res.sum <- summary(models\_cases\_gr)  
data.frame(  
 Adj.R2 = which.max(res.sum$adjr2),  
 CP = which.min(res.sum$cp),  
 BIC = which.min(res.sum$bic)  
)

## Adj.R2 CP BIC  
## 1 5 5 3

coef(models\_cases\_gr, 1:5)

## [[1]]  
## (Intercept) Current.BCG.vaccinationY   
## 0.09291005 -0.03513929   
##   
## [[2]]  
## (Intercept) Current.BCG.vaccinationY pop2018\_N   
## 0.09345174 -0.03588752 0.01177396   
##   
## [[3]]  
## (Intercept) Current.BCG.vaccinationY temp\_N   
## 0.08672353 -0.02733035 -0.01008537   
## pop2018\_N   
## 0.01430956   
##   
## [[4]]  
## (Intercept) Current.BCG.vaccinationY Ob\_N   
## 0.081536800 -0.020683199 0.006510296   
## age\_N pop2018\_N   
## 0.009339825 0.014814382   
##   
## [[5]]  
## (Intercept) Current.BCG.vaccinationY Ob\_N   
## 0.080875340 -0.019859529 0.005473334   
## temp\_N age\_N pop2018\_N   
## -0.005910937 0.006249599 0.015505958

vcov(models\_cases\_gr, 5)

## (Intercept) Current.BCG.vaccinationY Ob\_N  
## (Intercept) 3.242274e-05 -3.459063e-05 -3.477133e-06  
## Current.BCG.vaccinationY -3.459063e-05 4.445630e-05 4.421166e-06  
## Ob\_N -3.477133e-06 4.421166e-06 6.797880e-06  
## temp\_N 1.107135e-06 -1.378638e-06 1.735640e-06  
## age\_N -5.843202e-06 7.492268e-06 7.137250e-07  
## pop2018\_N -1.812391e-06 2.281237e-06 9.886194e-07  
## temp\_N age\_N pop2018\_N  
## (Intercept) 1.107135e-06 -5.843202e-06 -1.812391e-06  
## Current.BCG.vaccinationY -1.378638e-06 7.492268e-06 2.281237e-06  
## Ob\_N 1.735640e-06 7.137250e-07 9.886194e-07  
## temp\_N 9.893575e-06 5.172342e-06 -1.157541e-06  
## age\_N 5.172342e-06 1.027255e-05 8.233142e-07  
## pop2018\_N -1.157541e-06 8.233142e-07 6.187012e-06

cases\_gr\_lm\_3 <- lm(m\_cases ~ Current.BCG.vaccination + pop2018\_N + temp\_N,  
 weights=DATA\_COMPLETE$r\_cases, data = DATA\_COMPLETE)  
  
  
summary(cases\_gr\_lm\_3, corr=T)

##   
## Call:  
## lm(formula = m\_cases ~ Current.BCG.vaccination + pop2018\_N +   
## temp\_N, data = DATA\_COMPLETE, weights = DATA\_COMPLETE$r\_cases)  
##   
## Weighted Residuals:  
## Min 1Q Median 3Q Max   
## -0.046102 -0.015023 0.001199 0.011668 0.053827   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 0.086724 0.005423 15.990 < 2e-16 \*\*\*  
## Current.BCG.vaccinationY -0.027330 0.006246 -4.376 3.25e-05 \*\*\*  
## pop2018\_N 0.014310 0.002522 5.673 1.69e-07 \*\*\*  
## temp\_N -0.010085 0.002728 -3.697 0.000375 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.02299 on 90 degrees of freedom  
## Multiple R-squared: 0.4509, Adjusted R-squared: 0.4326   
## F-statistic: 24.64 on 3 and 90 DF, p-value: 9.971e-12  
##   
## Correlation of Coefficients:  
## (Intercept) Current.BCG.vaccinationY pop2018\_N  
## Current.BCG.vaccinationY -0.90   
## pop2018\_N -0.07 0.08   
## temp\_N 0.34 -0.37 -0.27

rsq.partial(cases\_gr\_lm\_3, adj=TRUE)

## $adjustment  
## [1] TRUE  
##   
## $variable  
## [1] "Current.BCG.vaccination" "pop2018\_N"   
## [3] "temp\_N"   
##   
## $partial.rsq  
## [1] 0.1662712 0.2551993 0.1221962

lm.beta(cases\_gr\_lm\_3)

##   
## Call:  
## lm(formula = m\_cases ~ Current.BCG.vaccination + pop2018\_N +   
## temp\_N, data = DATA\_COMPLETE, weights = DATA\_COMPLETE$r\_cases)  
##   
## Standardized Coefficients::  
## (Intercept) Current.BCG.vaccinationY pop2018\_N   
## 0.0000000 -0.3688723 0.4605376   
## temp\_N   
## -0.3245729

#example reported in the Discussion  
#confint(cases\_gr\_lm\_3)  
  
log\_f1<-summary(cases\_gr\_lm\_3)$coef[1,1]  
log\_f2<-summary(cases\_gr\_lm\_3)$coef[2,1]+summary(cases\_gr\_lm\_3)$coef[1,1]  
  
100\*(10^log\_f1)^15

## [1] 1999.185

100\*(10^log\_f2)^15

## [1] 777.8532

100\*(10^log\_f1)^30

## [1] 39967.39

100\*(10^log\_f2)^30

## [1] 6050.556

#deaths  
  
deaths\_gr\_lm <- lm(m\_deaths~ Current.BCG.vaccination + TB\_Z +  
Ob\_N + pop2018\_N + temp\_N + age\_N + frac\_N  
, weights=DATA\_COMPLETE$r\_deaths, data = DATA\_COMPLETE\_d)  
  
  
summary(deaths\_gr\_lm, corr=T)

##   
## Call:  
## lm(formula = m\_deaths ~ Current.BCG.vaccination + TB\_Z + Ob\_N +   
## pop2018\_N + temp\_N + age\_N + frac\_N, data = DATA\_COMPLETE\_d,   
## weights = DATA\_COMPLETE$r\_deaths)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -0.056076 -0.011394 -0.001503 0.013328 0.044205   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 0.0789875 0.0060749 13.002 < 2e-16 \*\*\*  
## Current.BCG.vaccinationY -0.0276379 0.0082871 -3.335 0.00174 \*\*   
## TB\_Z -0.0041246 0.0053288 -0.774 0.44305   
## Ob\_N 0.0007251 0.0046380 0.156 0.87648   
## pop2018\_N 0.0168782 0.0034310 4.919 1.26e-05 \*\*\*  
## temp\_N -0.0003093 0.0042450 -0.073 0.94225   
## age\_N 0.0049831 0.0048363 1.030 0.30847   
## frac\_N -0.0032970 0.0043840 -0.752 0.45602   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.02193 on 44 degrees of freedom  
## Multiple R-squared: 0.4841, Adjusted R-squared: 0.402   
## F-statistic: 5.898 on 7 and 44 DF, p-value: 7.192e-05  
##   
## Correlation of Coefficients:  
## (Intercept) Current.BCG.vaccinationY TB\_Z Ob\_N   
## Current.BCG.vaccinationY -0.87   
## TB\_Z -0.11 0.12   
## Ob\_N -0.12 0.14 0.52   
## pop2018\_N 0.07 -0.08 -0.25 -0.03  
## temp\_N 0.25 -0.28 -0.32 0.02  
## age\_N -0.26 0.30 0.33 0.50  
## frac\_N -0.17 0.20 0.21 -0.36  
## pop2018\_N temp\_N age\_N  
## Current.BCG.vaccinationY   
## TB\_Z   
## Ob\_N   
## pop2018\_N   
## temp\_N -0.02   
## age\_N 0.08 0.28   
## frac\_N -0.13 -0.29 -0.33

shapiro.test(resid(deaths\_gr\_lm)) #List of residuals

##   
## Shapiro-Wilk normality test  
##   
## data: resid(deaths\_gr\_lm)  
## W = 0.9756, p-value = 0.3592

plot(density(resid(deaths\_gr\_lm))) #A density plot

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAeAAAAGACAMAAABC/kH9AAAAyVBMVEUAAAAAADoAAGYAOjoAOmYAOpAAZpAAZrY6AAA6ADo6AGY6OgA6Ojo6OmY6OpA6ZpA6ZrY6kLY6kNtmAABmADpmOgBmOjpmZgBmZmZmkJBmkLZmtrZmtttmtv+QOgCQZgCQZjqQkDqQkGaQkLaQtpCQttuQtv+Q29uQ2/+2ZgC2Zjq2ZpC2kDq2kGa225C227a229u22/+2/9u2//++vr7bkDrbkGbbtmbbtpDb27bb29vb/7bb////tmb/25D/27b//7b//9v///+LxyWiAAAACXBIWXMAAA7DAAAOwwHHb6hkAAARbklEQVR4nO2diZrbthVGOY6nUjLNJjldM4qbOs0wTRfXZZZ6JEt6/4cqNpIgBXARsV795/sy8ZAU7gUOQYLUECzOgDRF7ASAXyCYOBBMHAgmDgQTB4KJA8HEgWDiQDBxIJg4EEwcCCYOBBMHgokDwcSBYOJAMHEgmDgQTBwIJg4EEweCiQPBxIFg4kAwcSCYOBBMHAgmDgQTB4KJA8HEgWDieBFcFi/ejW912hX3z+x/f7dv2y/o9MO6KL6YUNxxe/c0J2NrcXoeeqFDVRQpVMWyDDrxGw5rHlb+nEZ0wR++Gti2X9C+YGwmFFeZWmcWBsHVxRIjMgU/gtnSTf1zGhEFT9i2v3Ko1WSLyE/MaYEpiFI7hQ6kXe8NPgSrnWzG/utYMD+GvvxOtfIPRXH3xbPI6u579stLUeOfHtjiz9+qKpS8T949FCu+inXQx6GC5MZP51++Yv//lJdWHztZ07fFvXi351sd1kqLUsF+l9Qtz9J681Xx4q2WaS+7Th57+UFzFducVArmOvcai68XJTWptCt5fFax1S8Pxd3X55/WsihWicf65yTcCmZZSVjOLDnOS7E3ty1bNRtoRv4iJbTdwlyQErxvS7MIrlQnYourZqcxCOaIZuxlWmfXyaOqDw6mKrY5NSk0m2mlXjYW27lF2TKVztoms6J4qD8vqqp+TsKtYFbN1TPfMV9wG2yHZI26ERV8+Va2N98nn88/F7URqUjukXzdWEGsBdnnfvOsFvQFNwfTlWyjuzfrptlMgu/fnv+nBbjITstDFWrO7DInWXi/zpeNVRZKsEilpRG84Z8svpZF8dLvn+ufU3AruGnvF+/UTlap9OVxZcV/vPy3VgXdiHaEthak5Pz6D7ZPr2yC6z1FKLWfClXn1gKYs2vyWNkzu8hJFi420Uq1NJZ2nKmpBbMk5E+596hPTR/lOBWsdnIRXu8v0otoIXlc+uhPz90mrGSHqHfL4YJOr+UCq2DVFvJ8aD+Wqd1FC9DPrpfHxp7ZRU7mOncbS1S37Oy53dVyp5I/VaUqdaKbOoRzKrjuOaUY5xgFs4sIufRvHcH8GK2dWAYL4u318q+/btvGrI+SF4L3a60hTIMs/i89QC87PQ9ZqCWzy5zMdbY0Vi6C9Z1SH+jplWXV/fZBDCh61zUrLenBgvSWHhYsuk5zsrIJ7g5JO9n18thYM7vMyVxnS2PlIthwyhJ0K8uz/0aOWhrBfJMHw60jU0H7+oxej7r4EqPgSgw/68OCTbAewJydyKNzDuxnpudkElyXammsbATrA8OSX759EOMDrbJsiy/5/aame+gnwk1dscGCDnxg/GEnzndiaMn/XQsWW6hm5Ru+39qbom6lNsBFdloeqlBzZt2cWgX9Otsaa7rgqIMsdZVfFNpFYq+y5x/acUndhGocLXNWR66Bgpor0ZXWKzd6cf8RIyF+lST6+8qSbN2qWoB+dloe7fDKkJmek6yRuc463evg6YJjXiadTz+ui4++lvvXh9es9cXtm87h6md+Nvq0uVckbue8PTci6jtIAwWdXrOPfCevTg5s/PL5v9pRtCyuUq5li9ju+jSt2gboZ6fnoe4PmjPTcqpTMNW521hsw8/ezjsHz74ZnczXhXurh6sKW/plUqhC53RGzmHNk5A/J5GKYHaGmv4FxShsD3e3t/gqtBTffIrbP9PZi91hH+3LhisRJzOX3/9Us1otWKHNlbN2S107LnRWm0so1Wkn7teFs2GC7750W6DD44G7QrsGP/xu3f2SaVxwIl/4g3SAYOJAMHEgmDgQTBwIJg4EEweCiQPBxIFg4kAwcSCYOBBMHAgmDgQTB4KJA8HEgWDiQDBxIJg4EEwcCCYOBBMHgokDwcSBYOJAMHEcCy5AIGIJdlscsAHBxIFg4kAwcSCYOBBMHAgmDgTPYN6FZRpA8GRqtXkphuCpaBnnpBiCp9F1mpFhCJ5GL998DEPwJC7TtVcgrYEYBE/BlK3ZopKbjmIInoLF5dCiVBRD8ARsyfYkJjkQg+AJDJ1vTf8c+1RIIHicwVwH/nIiiTpC8CjXp5pCJSF4FAj2Gjc6SzJNoJYQPMKyRONXE4JHgGDPcWMDwZ7jRmZpntHrCcGDLE8zdkUheBAI9h43LhDsPW5UXGQZuaYQPICTJCE4XdwkGbeqEDwABFs4bvk7L9Uru5cXFwtHOVIVXPE31x63ljfp3pDguHX1JliprSwvKM5AsLMUaQo+rIXgveUgfUuCo1YWPdgKBFsRL2IXrzmXw62FxcXBYYbkBJ+F47snNpC2vUI+ecEuE6QoOHBx7nGaYMTaBhY8f36uWEBwoLixcJtgvOpCsBky1fU4ipbkeR3sOj1igs+nnfUm9DXFhQeCRzjtVi6LC47z9KLV19c5eF9YvmW4rrjAuM+OnODAxTkGgsPFjYGP5GJVGIINQHDAuDGA4IBxI+AlNwhOBz+5RaoxBF8CwSHjRsBTbnGqDMEX+EoNghMBgoPGDY63zCA4DSA4bNzg+MssSp0huIfHxCA4BSA4cNzA+MwLghMAgkPHDYzXvGJUGoI7+E0LgqMDwcHjBsV3VhFqDcE6EBw+blAgOHzckHhPCoLjAsER4gYkQE7hqw3BLRAcI25AQuQUvN4Q3ALBMeKGI0hKGQg+bouRZ3+dxg1GmIwyEHw+V0Vhnf/KedxgQLDOYse3Kjh4xa8+B1dDs0E7jBsMCNbgc30/nk87y0yjLuOGIlRCGQjmkyRJs7a5gl3GDUWwhALX/JpR9N1TwLiBCJdP+oJfSb8Luu+cuIGA4AvB1ZDg025wnjsITi+c2rBsJykcuEyq6pXWCaMTExwwncQFtz14gNOu0ZrJlP4h0wlbdS/3orWX6eTxUo6g2RAQnF0PTrTNgwaTGx63m2au4IFBVlXPVJnJORiC52ZV7wXWW10QnFowyt8HpzqwDRpMv1W54V81XHUfOs2XckBwZ8Py/vmwXp3LRV/7pyQ43e9oQ8bS7kU/ium+6dyqhODOhlxwyeQO3KrM7KUcENzdsFwdt/fPx+3AITqvl3Ik/MfKAUN1vg++exp560ZOL+WIkEragieR0Us5IHjehlGKWwIE9zYc/a7XaVzvxMgkbcHlIrNz43onSiYJ/n2Bdpm09I/eZ8X1TZxE0hY8PHxyHNc3kRJJ7484mw1Hr4DcxvUNBF9sOHYF5DaubyC4v+GUL/wdxvVMrDwSFhw4rmcgePaGUYq7lnhphIp8jWB2kL5/LpddLEFwanG0QdbdU8W/TaLwfHDENAKFvuYyaSP+GHbw0RV3cf0CwZcb8hsdXDCFv+iImUWyguseXF7/9PecuF6BYNOG8hxcLbvdkYTgqEmkK1je6lj4FDgEB4p+09fBEHzNhlGKu47ISQQJf+296EUjrDlxPRI7hzQFl3JwVS2c6y5243Ji55Ck4H09uDqscx9FR08hRcHat/3ZP5sUP4UQGcwUrN2Bzv5WZfwUkhQ8OvuG47jeiJ8BBHslfgYQ7JPoCXACJAHBMUlR8OiTv47j+iJ6AgL/WdzsrcroCQgg2Bex4ysg2Bex49d4z+NGBafiF4I9kYxg75lAcGQg2AsQfP2GUYrLKnoXz7lAcGwg2D0p+fWdDQRHB4KdA8FLNoxSXEbBL/Gazi0KTsyv34S8CJZ/ubVP9M1nyfnNVLB4oY51Ui0I1shSsFKb4HuT0hPsMyVvgtUfxvf+sCeFl3IkKNhjTrfXg1P0m59g3kdX54GZSyG4Q2aCz2ref/ub7SC4h7esbu86OE3B3tK6OcGJ+oXgzOOO4ykzCE4GP6lBcDJAcM5xp+AltxsTnLJfP9ndluC0/UJwplGn4yE/CE4JCM4w6CzcZwjBaeE8xVsSnIHfs/MvyiE4NWI1NAQHAoIzCnkVbo/StyM4F7+OM4XgBHGZKgSniMNcb0ZwTn5dZnsrgvPy6zBfCE4UV2NpCE4VCE44nBPc9OHbEJyjX0dZQ3DCuOjDNyE4U79ODN+C4Gz9ukg9W8EzHjTOWPDyPpynYN3rqOOc/S43nKPgizoPNkLefs+L+0KYMA6LM9ocUJy94GU1yE6w7YM2xfn7XXi4CxHEXXFDB2PTupiTvThkQTWyEjxST8Nwi4bfJYZzEjxey55iIv1XcG1VMhI8TVfrmJLe89XVyUfw9EyjT7Xmh+tqlItger6u4Krzms/C3RUHv4IrmiELwdDbMLslchAMvRpzd/b0BaP79pjXIKkLht5LZl0hpC0Yes3MUJyyYOgdYKpjT4JPO3mz4fqXchC8U+Eat3/OMqu5q3qeaOuE0YPFUbwP5YfxlvIi+LRrtM6a0p/qTUa/DP91mhfB2st0bC/l+C8IhA/B1/Zg4B5f52DVha87BwN3eBpFy/euFIWl/0JwMFK+DgYOgGDiQDBxIJg40QSDQEQS7JgI2VELCcHEQ0Iw8ZAQTDwkBBMPCcHEQ0Iw8ZAQTDwkBBMPmbZgsBgIJg4EEweCiQPBxIFg4kAwcSCYOBBMHAgmDgQTB4KJA8HESVDwvijunvq/yKeiVsHidZcGCemniukJ3rPa7uvqN78cPvbV2uZ4naVhQvqpYnKC5UPI5ar3y946LYiXeJ2lYUJ6qmJygg9r/gxyJSvb/lL5aWtbvM7SMCE9VTE9weJApfbm9pfyt+z8ZHnq3EO8ztIwIT1VMTnB8tykzlDNL8ctf+a89GDYHK+zNExIT1XMRLBa56FHJSNYrXNdxeQEW45fct360f5Bp/FiHKLlOtdVTElwxc9BlhGIwMeFRDqDLLnOdRVTEiwwX0PIZvDRo5K5TPJUxeQEW+4CiObwMchK50aHnyqmJ5gfqXl9T7tV+wurOTt+uz8D2+NVPm9VBqxigoKBSyCYOBBMHAgmDgQTB4KJA8HEgWDiQDBxIJg4EEwcCCYOBBMHgokDwcSBYOJAMHEgmDgQTBwIJg4EEweCiQPBxIFg4kAwcSCYOBBMnFQFn3byMbvS9Db5ZsKh084w60Ep3s458GBR96Gy4/ZRW75/1BZcfnJoxqW9ei/oozYhkv6Ek7Eq3klXsJwxytgq9UO0px1rvao/tZT8SGU3bHtqUMyjMCR4woOIx+1Ke8iXP/Zbr9oXEKxx2n0kWskouH6I1vyYtvzIcWt9EPNawVMeJRbJ1PmJHOQjhLxXQ7AGaxYxrZBRcHfCob6vWjDXpJ7IPG7/vJWPZvJj5rd33/NG3/MF5f37bbv8zboo2II/ro3PcU6YDOCw3vTzU4Kr+28gWIM1i1CkBB/W+om1O+FQaezBcvdYyWP1ccuP5ew/vu2eFVOxbfixnXU/GUYtlz1YbdyPO2E6D5lLJz9ZEtsK52Advt9zC6ZW6U44tO+PsuQgix8Qj6+eZFcTx0r2D9nbSjmLTvmH+2fW7txps1wK3pgnQxmfkEeeF/T89tI0P45DsA4XPNwqqs/sL6bvlB+pl+/lsFYcpx/lZ+S59vjqzSfv2AK+Tl/ebHwZcVSwfraoT8SnHT9aWPZV/6QsmLeRvVXUpCWXc8Opj/CjJTuzvvjnunVW1SJZ/zp89v7VEzuG83XVJMHjh2g92+YYwIoV20CwjhyalBvjOVggGq0yzP2nPlKPfw5rQw9mXerH1bn8cifXWXtw9xw8NsjqjNybayW2QdVcIgcnbcGHjx8Mu3074VBlarK6B98/C2977RCtZDBfh09+vzlX/FKsPQdXIz149DJJddomv+7MSOjBOuriojRePNYTDsmLkou16hz8qDov6+SNM+6Wj5blUFncexDr6uW8D1oFj97oqNc1EyLxVOQOcIbgLs3tAWOrqMtbdeTrXwe3C8WdQjU4VibF9e6TPEWLHeSoXQc/8T3qvVXw2IxLzS2XZkIkfWYkCAYegGDiQDBxIJg4EEwcCCYOBBMHgokDwcSBYOJAMHEgmDgQTBwIJg4EEweCiQPBxIFg4kAwcSCYOBBMHAgmDgQTB4KJ8395nnlQv+fgCQAAAABJRU5ErkJggg==)

rsq.partial(deaths\_gr\_lm, adj=TRUE)

## $adjustment  
## [1] TRUE  
##   
## $variable  
## [1] "Current.BCG.vaccination" "TB\_Z"   
## [3] "Ob\_N" "pop2018\_N"   
## [5] "temp\_N" "age\_N"   
## [7] "frac\_N"   
##   
## $partial.rsq  
## [1] 0.183638917 -0.008988596 -0.022159428 0.340178549 -0.022603885  
## [6] 0.001367733 -0.009747703

lm.beta(deaths\_gr\_lm)

##   
## Call:  
## lm(formula = m\_deaths ~ Current.BCG.vaccination + TB\_Z + Ob\_N +   
## pop2018\_N + temp\_N + age\_N + frac\_N, data = DATA\_COMPLETE\_d,   
## weights = DATA\_COMPLETE$r\_deaths)  
##   
## Standardized Coefficients::  
## (Intercept) Current.BCG.vaccinationY TB\_Z   
## 0.00000000 -0.47392827 -0.14546056   
## Ob\_N pop2018\_N temp\_N   
## 0.02550513 0.59374152 -0.01088053   
## age\_N frac\_N   
## 0.17529518 -0.11598170

Anova(deaths\_gr\_lm)

## Anova Table (Type II tests)  
##   
## Response: m\_deaths  
## Sum Sq Df F value Pr(>F)   
## Current.BCG.vaccination 0.0053479 1 11.1227 0.001739 \*\*   
## TB\_Z 0.0002881 1 0.5991 0.443055   
## Ob\_N 0.0000118 1 0.0244 0.876477   
## pop2018\_N 0.0116358 1 24.2003 1.258e-05 \*\*\*  
## temp\_N 0.0000026 1 0.0053 0.942245   
## age\_N 0.0005104 1 1.0616 0.308474   
## frac\_N 0.0002719 1 0.5656 0.456022   
## Residuals 0.0211557 44   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1

models\_deaths\_gr <- regsubsets(m\_deaths ~ Current.BCG.vaccination + TB\_Z +  
Ob\_N + temp\_N + age\_N + frac\_N +   
pop2018\_N,  
weights=DATA\_COMPLETE\_d$r\_deaths, data = DATA\_COMPLETE\_d, nvmax = 6)  
  
summary(models\_deaths\_gr)

## Subset selection object  
## Call: regsubsets.formula(m\_deaths ~ Current.BCG.vaccination + TB\_Z +   
## Ob\_N + temp\_N + age\_N + frac\_N + pop2018\_N, weights = DATA\_COMPLETE\_d$r\_deaths,   
## data = DATA\_COMPLETE\_d, nvmax = 6)  
## 7 Variables (and intercept)  
## Forced in Forced out  
## Current.BCG.vaccinationY FALSE FALSE  
## TB\_Z FALSE FALSE  
## Ob\_N FALSE FALSE  
## temp\_N FALSE FALSE  
## age\_N FALSE FALSE  
## frac\_N FALSE FALSE  
## pop2018\_N FALSE FALSE  
## 1 subsets of each size up to 6  
## Selection Algorithm: exhaustive  
## Current.BCG.vaccinationY TB\_Z Ob\_N temp\_N age\_N frac\_N pop2018\_N  
## 1 ( 1 ) "\*" " " " " " " " " " " " "   
## 2 ( 1 ) "\*" " " " " " " " " " " "\*"   
## 3 ( 1 ) "\*" " " " " " " "\*" " " "\*"   
## 4 ( 1 ) "\*" "\*" " " " " "\*" " " "\*"   
## 5 ( 1 ) "\*" "\*" " " " " "\*" "\*" "\*"   
## 6 ( 1 ) "\*" "\*" "\*" " " "\*" "\*" "\*"

res.sum <- summary(models\_deaths\_gr)  
data.frame(  
 Adj.R2 = which.max(res.sum$adjr2),  
 CP = which.min(res.sum$cp),  
 BIC = which.min(res.sum$bic)  
)

## Adj.R2 CP BIC  
## 1 3 3 2

coef(models\_deaths\_gr, 1:5)

## [[1]]  
## (Intercept) Current.BCG.vaccinationY   
## 0.07828212 -0.02615906   
##   
## [[2]]  
## (Intercept) Current.BCG.vaccinationY pop2018\_N   
## 0.08306417 -0.03382166 0.01467054   
##   
## [[3]]  
## (Intercept) Current.BCG.vaccinationY age\_N   
## 0.079545670 -0.028275600 0.005367558   
## pop2018\_N   
## 0.015659641   
##   
## [[4]]  
## (Intercept) Current.BCG.vaccinationY TB\_Z   
## 0.078832174 -0.027156358 -0.003251691   
## age\_N pop2018\_N   
## 0.004267351 0.016438312   
##   
## [[5]]  
## (Intercept) Current.BCG.vaccinationY TB\_Z   
## 0.079631742 -0.028407906 -0.004706004   
## age\_N frac\_N pop2018\_N   
## 0.004594937 -0.003075282 0.016876374

vcov(models\_deaths\_gr, 5)

## (Intercept) Current.BCG.vaccinationY TB\_Z  
## (Intercept) 3.235501e-05 -3.721120e-05 1.158637e-06  
## Current.BCG.vaccinationY -3.721120e-05 5.869948e-05 -1.823473e-06  
## TB\_Z 1.158637e-06 -1.823473e-06 1.646414e-05  
## age\_N -7.444574e-06 1.174638e-05 3.772606e-06  
## frac\_N -3.708919e-06 5.805503e-06 6.746060e-06  
## pop2018\_N 1.331668e-06 -2.180187e-06 -4.139606e-06  
## age\_N frac\_N pop2018\_N  
## (Intercept) -7.444574e-06 -3.708919e-06 1.331668e-06  
## Current.BCG.vaccinationY 1.174638e-05 5.805503e-06 -2.180187e-06  
## TB\_Z 3.772606e-06 6.746060e-06 -4.139606e-06  
## age\_N 1.514442e-05 -1.519559e-06 1.621843e-06  
## frac\_N -1.519559e-06 1.426518e-05 -2.032018e-06  
## pop2018\_N 1.621843e-06 -2.032018e-06 1.110111e-05

deaths\_gr\_lm\_2 <- lm(m\_deaths ~ Current.BCG.vaccination + pop2018\_N   
,weights=DATA\_COMPLETE\_d$r\_deaths, data = DATA\_COMPLETE\_d)  
  
  
summary(deaths\_gr\_lm\_2, corr=T)

##   
## Call:  
## lm(formula = m\_deaths ~ Current.BCG.vaccination + pop2018\_N,   
## data = DATA\_COMPLETE\_d, weights = DATA\_COMPLETE\_d$r\_deaths)  
##   
## Weighted Residuals:  
## Min 1Q Median 3Q Max   
## -0.05414 -0.01282 -0.00106 0.01454 0.04566   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 0.083064 0.005027 16.523 < 2e-16 \*\*\*  
## Current.BCG.vaccinationY -0.033822 0.006394 -5.289 2.85e-06 \*\*\*  
## pop2018\_N 0.014671 0.003116 4.708 2.09e-05 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.0212 on 49 degrees of freedom  
## Multiple R-squared: 0.4498, Adjusted R-squared: 0.4274   
## F-statistic: 20.03 on 2 and 49 DF, p-value: 4.391e-07  
##   
## Correlation of Coefficients:  
## (Intercept) Current.BCG.vaccinationY  
## Current.BCG.vaccinationY -0.81   
## pop2018\_N 0.20 -0.25

rsq.partial(deaths\_gr\_lm\_2, adj=TRUE)

## $adjustment  
## [1] TRUE  
##   
## $variable  
## [1] "Current.BCG.vaccination" "pop2018\_N"   
##   
## $partial.rsq  
## [1] 0.3504684 0.2973944

lm.beta(deaths\_gr\_lm\_2)

##   
## Call:  
## lm(formula = m\_deaths ~ Current.BCG.vaccination + pop2018\_N,   
## data = DATA\_COMPLETE\_d, weights = DATA\_COMPLETE\_d$r\_deaths)  
##   
## Standardized Coefficients::  
## (Intercept) Current.BCG.vaccinationY pop2018\_N   
## 0.0000000 -0.5799654 0.5160788

log\_f1\_d<-summary(deaths\_gr\_lm\_2)$coef[1,1]  
log\_f2\_d<-summary(deaths\_gr\_lm\_2)$coef[2,1]+summary(deaths\_gr\_lm\_2)$coef[1,1]  
  
100\*(10^log\_f1\_d)^15

## [1] 1761.824

100\*(10^log\_f2\_d)^15

## [1] 547.8196

100\*(10^log\_f1\_d)^30

## [1] 31040.24

100\*(10^log\_f2\_d)^30

## [1] 3001.064

#####  
#PCA#  
  
  
cases\_PCA\_lm <- lm(m\_cases ~ Current.BCG.vaccination + pop2018\_N + TB\_Z +  
RC1 +   
RC2 + RC3  
,  
weights=CV19$r\_cases, data = CV19)  
  
summary(cases\_PCA\_lm, corr=T)

##   
## Call:  
## lm(formula = m\_cases ~ Current.BCG.vaccination + pop2018\_N +   
## TB\_Z + RC1 + RC2 + RC3, data = CV19, weights = CV19$r\_cases)  
##   
## Weighted Residuals:  
## Min 1Q Median 3Q Max   
## -0.065868 -0.013574 -0.000805 0.011456 0.050092   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 0.0685336 0.0051855 13.216 < 2e-16 \*\*\*  
## Current.BCG.vaccinationY -0.0067856 0.0060741 -1.117 0.2665   
## pop2018\_N 0.0086871 0.0043611 1.992 0.0490 \*   
## TB\_Z -0.0006346 0.0024379 -0.260 0.7952   
## RC1 0.0170544 0.0026634 6.403 4.6e-09 \*\*\*  
## RC2 0.0091924 0.0041738 2.202 0.0299 \*   
## RC3 -0.0040546 0.0019998 -2.028 0.0452 \*   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.02 on 103 degrees of freedom  
## Multiple R-squared: 0.6139, Adjusted R-squared: 0.5914   
## F-statistic: 27.29 on 6 and 103 DF, p-value: < 2.2e-16  
##   
## Correlation of Coefficients:  
## (Intercept) Current.BCG.vaccinationY pop2018\_N TB\_Z   
## Current.BCG.vaccinationY -0.93   
## pop2018\_N 0.16 -0.18   
## TB\_Z 0.01 -0.01 -0.27   
## RC1 -0.47 0.50 0.05 0.37  
## RC2 -0.19 0.21 -0.88 0.14  
## RC3 -0.06 0.06 -0.16 -0.11  
## RC1 RC2   
## Current.BCG.vaccinationY   
## pop2018\_N   
## TB\_Z   
## RC1   
## RC2 -0.06   
## RC3 -0.05 0.15

shapiro.test(resid(cases\_PCA\_lm)) #List of residuals

##   
## Shapiro-Wilk normality test  
##   
## data: resid(cases\_PCA\_lm)  
## W = 0.98387, p-value = 0.207

plot(density(resid(cases\_PCA\_lm))) #A density plot
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rsq.partial(cases\_PCA\_lm, adj=TRUE)

## $adjustment  
## [1] TRUE  
##   
## $variable  
## [1] "Current.BCG.vaccination" "pop2018\_N"   
## [3] "TB\_Z" "RC1"   
## [5] "RC2" "RC3"   
##   
## $partial.rsq  
## [1] 0.002379050 0.027744889 -0.009044981 0.277785837 0.035703537  
## [6] 0.029043498

lm.beta(cases\_PCA\_lm)

##   
## Call:  
## lm(formula = m\_cases ~ Current.BCG.vaccination + pop2018\_N +   
## TB\_Z + RC1 + RC2 + RC3, data = CV19, weights = CV19$r\_cases)  
##   
## Standardized Coefficients::  
## (Intercept) Current.BCG.vaccinationY pop2018\_N   
## 0.00000000 -0.08701214 0.27234122   
## TB\_Z RC1 RC2   
## -0.01991867 0.53532097 0.28853994   
## RC3   
## -0.12726854

kruskal.test(RC1 ~ Current.BCG.vaccination, data = CV19)

##   
## Kruskal-Wallis rank sum test  
##   
## data: RC1 by Current.BCG.vaccination  
## Kruskal-Wallis chi-squared = 43.811, df = 1, p-value = 3.618e-11

dataset\_1 <- na.omit(CV19[  
, which (colnames(CV19) %in% c(  
"m\_deaths","r\_deaths","Current.BCG.vaccination","TB\_Z",  
"pop2018\_N","RC1","RC2","RC3"))])  
  
dataset\_1<-na.omit(dataset\_1)  
  
  
  
deaths\_PCA\_lm <- lm(m\_deaths ~ Current.BCG.vaccination + pop2018\_N + TB\_Z +  
RC1 +   
RC2 + RC3  
,  
weights=dataset\_1$r\_deaths, data = dataset\_1)  
  
summary(deaths\_PCA\_lm, corr=T)

##   
## Call:  
## lm(formula = m\_deaths ~ Current.BCG.vaccination + pop2018\_N +   
## TB\_Z + RC1 + RC2 + RC3, data = dataset\_1, weights = dataset\_1$r\_deaths)  
##   
## Weighted Residuals:  
## Min 1Q Median 3Q Max   
## -0.057673 -0.012646 0.001347 0.013572 0.039870   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 0.065476 0.008678 7.545 8.46e-10 \*\*\*  
## Current.BCG.vaccinationY -0.024369 0.009274 -2.628 0.0114 \*   
## pop2018\_N 0.005228 0.008096 0.646 0.5214   
## TB\_Z -0.006319 0.005356 -1.180 0.2436   
## RC1 0.003482 0.005911 0.589 0.5585   
## RC2 0.011622 0.007359 1.579 0.1206   
## RC3 0.004962 0.003468 1.431 0.1587   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.02139 on 50 degrees of freedom  
## Multiple R-squared: 0.5049, Adjusted R-squared: 0.4455   
## F-statistic: 8.499 on 6 and 50 DF, p-value: 2.244e-06  
##   
## Correlation of Coefficients:  
## (Intercept) Current.BCG.vaccinationY pop2018\_N TB\_Z   
## Current.BCG.vaccinationY -0.91   
## pop2018\_N 0.30 -0.34   
## TB\_Z -0.08 0.10 -0.44   
## RC1 -0.73 0.68 -0.30 0.44  
## RC2 -0.36 0.31 -0.91 0.35  
## RC3 -0.16 0.15 -0.19 -0.26  
## RC1 RC2   
## Current.BCG.vaccinationY   
## pop2018\_N   
## TB\_Z   
## RC1   
## RC2 0.29   
## RC3 0.06 0.17

shapiro.test(resid(deaths\_PCA\_lm)) #List of residuals

##   
## Shapiro-Wilk normality test  
##   
## data: resid(deaths\_PCA\_lm)  
## W = 0.96261, p-value = 0.07548

plot(density(resid(deaths\_PCA\_lm))) #A density plot

![](data:image/png;base64,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)

rsq.partial(deaths\_PCA\_lm, adj=TRUE)

## $adjustment  
## [1] TRUE  
##   
## $variable  
## [1] "Current.BCG.vaccination" "pop2018\_N"   
## [3] "TB\_Z" "RC1"   
## [5] "RC2" "RC3"   
##   
## $partial.rsq  
## [1] 0.103771524 -0.011562909 0.007630868 -0.012970443 0.028468282  
## [6] 0.020116255

lm.beta(deaths\_PCA\_lm)

##   
## Call:  
## lm(formula = m\_deaths ~ Current.BCG.vaccination + pop2018\_N +   
## TB\_Z + RC1 + RC2 + RC3, data = dataset\_1, weights = dataset\_1$r\_deaths)  
##   
## Standardized Coefficients::  
## (Intercept) Current.BCG.vaccinationY pop2018\_N   
## 0.00000000 -0.39787416 0.17014828   
## TB\_Z RC1 RC2   
## -0.16968330 0.09572056 0.38469102   
## RC3   
## 0.15945227